1. (Fill the blank) In the edge-disjoint paths problem, you are given a directed unweighted graph G=(V,E), two vertices n V and v V , and an integer K. The problem is to decide whether there are K paths from n to v whose edges do not overlap. Show how to solve this problem by transferring it into a max-flow problem.______________ The run-time complexity of this algorithm is O(________)?

2 (T/F) For a given weighted connected graph G=(V, E), we would like to find the longest simple path between any two vertices. We can solve this problem by negating the edge weights and running Johnson’s algorithm.

3 (T/F) Consider the all pairs shortest paths problem where there are also weights on the vertices, and the weight of a path is the sum of the weights on the edges and vertices on the path. Then, the following algorithm finds the weights of the shortest paths between all pairs in the graph:
APSP-WITH-WEIGHTED-VERTICES (G, w):
1 for (u, v)  E
2          Set w’(u, v)=(w(u)+w(v))/2 +w(u, v)
3 Run Johnson’s algorithm on G, w’ to compute the distances ’ (u, v) for all u, vV
4 for u, v  V
5          Set du, v = ’(u, v)+1/2(w(u)+w(v))

4 (Fill the blank) Given a weighted directed graph G = (V, E), where every edge in the graph has negative weight, can determining whether the graph contains a negative weight cycle be done in O(V+E) time? If Yes explain how. If No, explain why?
___________________________________________

5 (Fill the blank) Given a weighted graph G=(V, E, w), the radius r(a) of a vertex is the largest weight of any minimum-weight path from a to any other vertex, i.e. r(a)=max{(a, b)| b V }; and the graph radius R(G) of G is the smallest radius of any vertex, i.e. R(G)=min{r(a)| a V}. Describe an O(|V|3) time algorithm to compute weights, but no negative weight cycle.
______________________________________

6 (Fill the blank) A Hamiltonian Path is a path in a directed graph that visits every vertex exactly once. Describe a linear time algorithm to determine whether a directed acyclic graph G=(V, E) contains a Hamiltonian path. (Hint: It might help to draw a DAG which contains a Hamiltonian path)_______________________

7 (Fill the blank with a value) Let S= {(x1, y1), … (xn, yn)} be a set of n points in the plane. You have been told that there is some k such that the points can be divided into k clusters with the following properties:
1 Each cluster has radius r.
2 The center of each cluster has distance at least 5r from the center of any other cluster.
We can use the following algorithm to compute the number of clusters and collect all the clusters:
Algorithm Initialize the number of clusters k  0 and the set S’  S. Choose a point P S’ and compute the distance from p to every other point in S’. Remove p and all points within distance 2r from S’ and increment k. Repeat this procedure until S’ is empty at that point, return k and all the points removed in each iteration as a cluster. We can prove if the point p chosen in an iteration lies in a cluster with center c, then for any other point q in this cluster, d(p, q)__r by triangular inequality.

8 (Fill the 1st blank with a phrase and remaining blanks with values) continued from the previous question. We can prove is q’ is in another cluster with center c’. then 
d(p, q’) = (d(c, p) + d(p, q’) +d(q’, c’))  d(c, p)  d(q’, c’)
 d(c, c’) – d(c, p) – d(q’, c’)               (This is due to __________)
 ___r - ____r - ___r = __r.

9 (Fill the blanks) The edge connectivity is the minimum number K of edges that must be removed to disconnect the graph into two or more components. Given an undirected unweighted graph G=(V, E), design an algorithm that uses maximum flow algorithm to compute the edge connectivity and provide the runtime analysis for your algorithm. You may give your runtime in terms of T(n, m), the runtime of the best algorithm for computing maximum flow values on a graph of n nodes and m edges._____________________________________________

10 (T/F) If each operation on a data structure runs in O(1) amoritized time, then n consecutive operations run in O(n) time in the worst case. Answer True. Recall that inputs (that is , it doesn’t take into account what happens “on average”)

[bookmark: _GoBack]11 (Fill the blank with a value) Given an undirected graph G= (V, E) and two vertices s, t V, a maximum s-t cut is a cut (S, T) satisfying the following conditions:
I (S, T) is a cut: S, T  V, ST = , and ST = V.
II sS and tT.
III The number of edges (u, v) E with uS and vV \ S is the maximum possible.
The MAXIMUM-s-t-CUT problem is to find a maximum cut for a given pair of vertices. 
MAXIMUM-s-t-CUT is NP-hard. Analyze the following algorithm
MAX-CUT(G, s, t)
1 S{s}
2 T{t}
3 For each vertex vV {s, t}
4                do
5                            a the number of edges (u, v) with u  S.
6                            b the number of edges (v, w) with w  T.
7                            if a > b
8                                        then
9                                                   TT{v}
10                                        else
11                                                   SS{v}
12  return (S, T) as the approximation for the Maximum-s-t-CUT of s and t. 
Each time we add a new vertex v to the cut, compare the number of edges added into the edge cuts with the total number of edges connecting v to S and T. We can conclude the size of the s-t-cut produced must be at most __________ factor of the maximum-s-t-cut.


