**Instructions/Design**

You will be modifying (refactoring) the Firm.java and Sorting.java programs  from Chapter 10 of our textbook.

* Download **Firm.java** and **Sorting.java** from [SourceCode.zip](https://ccsf.instructure.com/courses/38292/files/3443200/download?wrap=1) and make sure you get those programs working before you proceed.
* **Note:** You MAY NOT use any of the collection classes (such ArrayList) for this assignment.  You must 'roll your own' arrays.
* Here is an updated class hierarchy (original in Chapter 10 of our book) showing the needed updates: [StaffMemberHierarchyPDF.pdf![Preview the document](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAACE1BMVEUAAABBe544cZhHf6GeuctBe55DfJ8qaJAAACiBpr4kY4wZXYcRVYMKUoAETXwBSnsASnsASXoeUnXdYQBxIQCqVgSaXSp/OhH///////6WssXF0ef9//uSscSZtshOdLHU3e2VssaLrsNKcbJmgraAiKxcgsV2o96Drt5veqVAYZ1Ha6ORsMSGqcGBorl/hKlwpequ2vL8/f0VVH6Pr8Xj6O1DfJvY4eaYtcZLcbFSeLfk6/NJbatFaasvU5F7obXw9viXtMnC1OGgvtJ/pb7x9/uYtcj///3h5+iy1OmYvOOv5ft4eZTQ3uasxtOPsMJ1m6/V3u5Pb6hfhcqUtsr7//+82fHA5vXH6vmryNVecZ7L2eVkk6tmkKva3eJ3ot6ozufB3PLD5fXc8/zc9fzS5u2rrLvh6fE0bZJgka2rxdZEY596p+CWuOC93/PX9fzj+Pv2+//h4OFMZKHm7fGTscVYh6n09vNmcZqy5/603PHY9vvs+v5QZar/+eDh6/Hd5u9QgqNNc7M5XaAvO2eq1+bY///h5utNW4y+k3DxfADY2taat8dMgKHP3+b2+vmSj59oZn6Xm6n08ePrpjn//drbZQD4+fo/c5fX4O9Da6pLca5Lca9PdbFLcK1Jb605VIzCfTX//MCLr8Tx8/Y6b5Pv5N/WsnP//sXa3ePGzdc2bpSt1vA0bZMbRGnI1t/+/frn78KZAAAAGHRSTlMAANfm/ebmAAD92svLy8vLy8vJ+Bj79UD9QVyCAAAAxklEQVQYV2NiYPCXc1Ms1XWJYeJgZGBgYGJgsK1808zdpOZu8vs/I1hgzey6hbs7bizgZGQFigAFHr3r/PqE9fdvURsbtv/sQAHmnw/uafDk5Dz46svM9RMowMrOxXPvXl3d169zlcFaeH5+5ebmVgIDsICShZVKjQovGIAFeI/z8GzhgQCIFmaILELFX4jscqBJYAFuZm4wKIBr+TtrJkQIpqKxrp63H2qoCMiM+rramp/VVZUVrKxTGYECfZMDoICdPY8JAFfdOscRSm1SAAAAAElFTkSuQmCC)](https://ccsf.instructure.com/courses/38292/files/3443054/download?wrap=1)

**Modification 1: *Payable* Interface**

Modify the Firm program such that it expands its use of polymorphism by creating an *interface*called*Payable*.  You will move the *abstract* pay method from *StaffMember* into *Payable.***Reminder**: Don't forget to have **StaffMember** implement the interfaces

**Modification 2: *VacationTime* Interface**

Modify the Firm program such that all employees can be given different vacation options depending on their classification. Create an *interface* called ***VacationTime***containing one*abstract* method called **vacation** that returns the number of vacation days a person has (return an *int*).   
  
Give all employees a standard number of vacation days (14) by initializing a final/constant STANDARD\_VACATION = 14 inside *VacationTime*.

* 1. Then*override* the **vacation** method in the various classes derived from ***StaffMember***as follows:  
       
     **Volunteer** (who are not Employees): 0  
       
     **Employee**: STANDARD\_VACATION (vacation example for Employee: ***return STANDARD\_VACATION***)  
       
     **Hourly**: STANDARD\_VACATION - 7  
       
     **Executive**: STANDARD\_VACATION + extraVacation  
     **NOTE:** You will need to add*extraVacation* as instance variable to ***Executive*** and pass it in as an argument to the constructor.
  2. Call **vacation** method inside the loop already used by**payday** method so we see each StaffMember's vacation days.

*AFTER you get the above working, continue on to...*

**Modification 3: Sorting**

     Update the ***Sorting***class so that both sorting algorithms put the values in *descending order*.  THIS IS ONLY CHANGE TO Sorting.java NEEDED.  
  
**NOTE:** For sorting to work ***StaffMember*** needs to OVERRIDE **compareTo**method (we will use names for comparing).  This means ***StaffMember*** needs to *implement* the ***Comparable<StaffMember>***interface so the Sorting.java methods work.  
  
**HINT:** add a **getName (returns a String)** method to ***StaffMember***.

**Modification 4: Update Sorts**

    Sort the *a*rray of StaffMembers based on name using the updated selection OR insertion sort from **Sorting.java**. Define a **sort** method in the class that has direct access to the array.

**Modification 5: Update main()**

     Call the **sort** method in **main**before calling**payday.** Here is what main() should look like eventually:

public class Firm

{

//-------------------------------------------------------

// Creates a staff of employees for a firm and pays them.

//-------------------------------------------------------

public static void main(String[] args)

{

Staff personnel = new Staff();

personnel.sort(); //call sort method before payday

personnel.payday();

}

}

**Hints on Implementation**

* **Constructor**for***Executive*** needs to be passed the number of vacation days.  No other changes needed to ***StaffMember***
* All**StaffMembers**need to*override* the **vacation** method implemented from VacationTime interface
* Use a constant/final for vacation days. This way if the **Firm** becomes more generous in future, we only need to update one line of code.
* ***StaffMember***needs to **OVERRIDE** **compareTo**method (we will use *names* for comparing).  This means you need to implement the ***Comparable*** interface so the methods in Sorting.java work.  
  **NOE**: To help with this: add a **getName** method to StaffMember class.
* The **Staff** class needs to include a method:

**public void sort()**{  
   // 2 lines of code here  
}

Here is an example of what those 2 lines look like in **PhoneList.java** from Chapter 10:

Sorting sorts = new Sorting();  
sorts.selectionSort(friends);

**But you need to update that code above:**

1. Instantiate the Sorting class (using ***StaffMember***inside the angle brackets) as we are sorting an array of ***StaffMembers*** NOT Contacts.
2. Have the Sorting object **sorts** call the selection sort OR insertion sort method (passing the array of StaffMembers -  **staffList** - as the argument. **Note:** Sorting is a generic class and we use <> to specify parameter types in generic class creation

|  |
| --- |
| **Note:** See **PhoneList.java** and**Sorting.java** in Chapter 10 for example of using a generic class and also for  the insertion and selection sort methods. Also see **Contact.java** for overriding the *compareTo* method. |

**Input**

There is no user input for this assignment.

**Sample Output**

Name: Woody  
Address: 789 Off Rocker  
Phone: 555-0000  
Social Security Number: 010-20-3040  
Paid: 1169.23  
Vacation days available: 14  
-----------------------------------  
Name: Sam  
Address: 123 Main Line  
Phone: 555-0469  
Social Security Number: 123-45-6789  
Paid: 2923.07  
Vacation days available: 26  
-----------------------------------  
Name: Norm  
Address: 987 Suds Blvd.  
Phone: 555-8374  
Thanks!  
Vacation days available: 0  
-----------------------------------  
Name: Diane  
Address: 678 Fifth Ave.  
Phone: 555-0690  
Social Security Number: 958-47-3625  
Current hours: 40  
Paid: 422.0  
Vacation days available: 7  
-----------------------------------  
Name: Cliff  
Address: 321 Duds Lane  
Phone: 555-7282  
Thanks!  
Vacation days available: 0  
-----------------------------------  
Name: Carla  
Address: 456 Off Line  
Phone: 555-0101  
Social Security Number: 987-65-4321  
Paid: 1246.15  
Vacation days available: 14  
-----------------------------------